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1. **Problem Statement**

The assignment for 2810ICT Software Technologies, looks at the implementation of a word ladder program using regular expressions and basic machine learning. The original program takes an English dictionary text file, that is then used to take a starting word that then can only be altered one character at a time to reach the target word. For the sake of the assignment, the original program takes the original word and target word, ‘lead’ and ’gold’ and converts it in 481 words. Ideally the new program will convert the above to words in 3 steps (lead, load, goad, gold). This will be implemented by converting the original program and optimising its algorithm. The finished program will also additionally find a six-word path from words ‘hide’ to ‘seek’. A user will also be able to enter a series of words that they wish to exclude from the given path, as well as asking for only the shortest path to be given for said word pair.

1. **User Requirements**

# **The following outlines the user requirements for the program:**

* **The user will be able to load in a dictionary of there choosing.**
* **The user will type all input for the program**
* **The user will be able to process the path of any word to any other word as long as said words are found the the supplied dictionary**
* **The user will not be able to enter special characters or numbers for the target words or dictionary file**
* **The user will be able to enter a list of words to not be used in the path of the program**
* **The user may choose to have the shortest path or just the desired path to the word**
* **The user can only enter two words of equal length**
* **The user will be prompted if they have entered any combination of incorrect inputs**

1. **Software Requirements**

# **The following outlines the software requirements for the program:**

* **The program will read a dictionary text file supplied by the user**
* **The program will take keyboard only input from user**
* **The program will only make changes to the word one letter at a time**
* **The program will only allow words that match a list supplied by user called dictionary.txt**
* **The program shall only use a word in the path as long as it has not been exclude from the list after user input.**
* **The program will allow for text input**
* **The program will go from words lead to gold in 3 steps and hide to seek in 6.**
* **The program will be unit test compliant.**
* **The program will be version controlled using GitHub**
* **The program will only take two words of same length to find a path**
* **The program will only take alphabetical character (no special characters or numbers)**

1. **Software Design**

# **List of all functions in the software:**

Function: same(item, target):

* This function is the simplist of the main three function and simply returns how many charecters match between the item and the target word. For example lead and gold would return 1 while goad and gold would return 3

Function: find(word, words, seen, target, path, count=1):

1. The find function finds the path from the starting word to the target word by building a list of words using a . as a wild card in order to test different combinations of rearangements. It then steps thourgh how many charecters match the target word using tuple’s that are then returned to find the most suitable word. Finally if the start and target match the loop will turminate

Function: build(pattern, words, seen, list):

1. Build takes in the pattern, the list of seen words and the test words and then complies a list of words using the wildcard . system to then be searched using regualr expression search wich is a pre defiend function with the re library.

# **List of all data structures in the software**

1. **Unit Tests**

|  |  |  |  |
| --- | --- | --- | --- |
| **Same Function Tests** | | | |
| **Number** | **Test Case** | **Expected Results** | **Actual Results** |
| 1.1 | Test 1 matching char | True: Pass Test | True Pass Test |
| 1.2 | Test multiple matching char | True: Pass Test | True Pass Test |
| 1.3 | Test same word match | True: Pass Test | True Pass Test |
| 1.4 | Test 0 match words | True: Pass Test | True Pass Test |

|  |  |  |  |
| --- | --- | --- | --- |
| **Find Functions Test** | | | |
| **Number** | **Test Case** | **Expected Results** | **Actual Results** |
| 2.1 | Test found path | True: Pass Test | True: Pass Test |
| 2.2 | Test Is none case | True: Pass Test | True: Pass Test |
| 2.3 | Test no path found | True: Pass Test | True: Pass Test |

|  |  |  |  |
| --- | --- | --- | --- |
| **Build Functions Test** | | | |
| **Number** | **Test Case** | **Expected Results** | **Actual Results** |
| 3.1 | Test build wild card use | True Pass Test | Failed test due to not matching to a string that is 2000+ items long so unable to test against |

1. **Requirement Acceptance Test**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Software  Requirement No** | **Test** | **Implemented (Full /Partial/ None)** | **Test Results (Pass/ Fail)** | **Comments (for partial implementation or failed test results)** |
| **1.The program will read a dictionary text file supplied by the user** | Type in dictionary file name with file extensions and see if program runs | Full | Pass |  |
| **2.The program will take keyboard only input from user** | Mouse clicks do not effect program tested by clicking in terminal | Full | Pass |  |
| **3.The program will only make changes to the word one letter at a time** | Check all created paths for multiple different inputs | Full | Pass |  |
| **4.The program will only allow words that match a list supplied by user called dictionary.txt** | Words that are not in dictionary inputted | Partial | Pass | Partial only because the program does not prompt for another input just outputs no path found |
| **5.The program shall only use a word in the path as long as it has not been exclude from the list after user input.** | Check to see if words that have been manually inputted into exclude list do not show up in a path they would be present in other wise | Partial |  | Still yet to impliment will fix later |
| **6.The program will allow for text input** | Attempt to type input | Full | Pass |  |
| **7.The program will go from words lead to gold in 3 steps and hide to seek in 6 steps** | Test the pre defined paths | Full | Pass |  |
| **8.The program will be unit test compliant.** | Run Unittest.py file and see if errors are present and if the desired outcomes are present | Partial | Pass | When running the unit test file in PyCharm which we used for version control it says there is no unit test directory. However running it externally on a secondary python interpreter the file run’s as intended. |
| **9.The program will be version controlled using GitHub** | Check version control updates on GitHub | Full | Pass |  |
| **10.The program will only take two words of same length to find a path** | Type two separate length words and see if re prompted | Partial | Fail | Attempted to implement however got to a stage where the code would detect a difference in length but would then infinite loop inputs even if same length. |
| **11.The program will only take alphabetical character(no special characters or numbers)** | Enter non alphabetic characters and see if code picks up on errors | Full | Pass |  |

1. **User Instructions**

* Make a clone of the GitHub repository SoftwareTechAssignment from link <https://github.com/joshjpm/SoftwareTechAssignment>
* Once saved in a local directory run the word\_ladder.py file in a python 3 or later environment.
* Follow the on screen prompts and enter “dictionary.txt” as the supplied dictionary
* Enter any words you wish to exclude or just hit enter
* Enter a start word
* Enter a target word
* Look at the steps in which the program is able to take your word from start to target.